![A picture containing logo

Description automatically generated](data:image/png;base64,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)

|  |  |
| --- | --- |
| **STUDENT NAME:** | **Isaac Christopher Ong Wen Xuan** |
| **TITLE:** | **TMA01** |
| **COURSE CODE:** | **ANL252, Python for Data Analytics** |
| **PI NUMBER:** | **Q2180896** |
| **TG:** | **03** |
| **SUBMISSION DATE:** | **14 September 2023** |

**Q1A)**

**Open-source Software**

Online Repositories such as Github and Stack Overflow makes solution readily available (Lee, 2020). These platforms encourage collaboration among coders to build on ideas which differs from an academic setting, where assignments demonstrates knowledge of concepts.

**Lack of understanding**

Students who do not grasp coding concepts will rely heavily on copying codes they have access to. Without a strong understanding, they are unable to edit or adjust the reference code and simply copy the whole code which results in plagiarism.

**Write Original Codes**

To avoid plagiarism, coders can create original solutions without relying on online materials. This requires a high level of understanding and competency which takes time and practice to understand the logic behind the code.

**Documentation**

To demonstrate concept knowledge when coding assignments, students can document the coding process improving readability and usability of the code (Ayomide, 2022). This helps explain the thought process and what algorithms were used in the code to showcase original codes.

**Citations and attributions**

To prevent plagiarism, any function or algorithm that came from someone else should be cited or attributed to give the creator credit (University of Arkansas, 2023). Additionally, citing codes helps future researchers reproduce and use the code.

Word count: 200 words

**Q1B)**

This code compares the prices of 5 clothing brand and calculate the average price of the items in store.

First, it lists down the prices of each clothing by brand and store it into a dictionary ‘brand\_price’. Each brand has a NumPy array with their clothing price. Using NumPy arrays makes the code more compact which reduces clutter and increases efficiency (NumPy, 2022).

Next, the code calculates the mean and standard deviation price of each store using NumPy functions. The mean calculates the average price of each store and standard deviation measures how much the price ranges.

To calculate the market average price, the code combines all the prices into a single NumPy array to understand market positioning of each brand by comparing the store average to the market average. With this data, we can categorize the brands into 3 categories (luxury, fast fashion, budget friendly). Luxury brands have a higher mean than the average, fast fashion have the same mean, and budget friendly brands have lower mean prices than the market average.

The code displays the results of a brand mean price and standard deviation followed by the market statictic and the brand categorization.

Word count: 195

import numpy as np

# Price of clothes

brand\_price = {

'Brand A': np.array([100, 110, 127, 96, 130]),

'Brand B': np.array([28, 33, 42, 38, 52]),

'Brand C': np.array([10, 45, 21, 37, 29]),

'Brand D': np.array([70, 65, 55, 75, 62]),

'Brand E': np.array([80, 55, 75, 60, 65]) }

# Calculate mean and standard deviation for each brand

individual\_means = {brand: np.mean(prices) for brand, prices in brand\_prices.items()}

individual\_std\_devs = {brand: np.std(prices) for brand, prices in brand\_prices.items()}

# Calculate mean and standard deviation for all brands

all\_prices = np.concatenate(list(brand\_prices.values()))

collective\_mean = np.mean(all\_prices)

collective\_std\_dev = np.std(all\_prices)

# Categorize brands into 3 categories based on price

price\_categories = {

'Luxury': [brand for brand, mean\_price in individual\_means.items() if mean\_price > collective\_mean],

'Fast Fashion': [brand for brand, mean\_price in individual\_means.items() if mean\_price == collective\_mean],

'Budget Friendly': [brand for brand, mean\_price in individual\_means.items() if mean\_price < collective\_mean]

}

# Output

print("Individual Mean Prices:")

for brand, mean\_price in individual\_means.items():

print(f"{brand}: {mean\_price:.2f}")

print("\nIndividual Standard Deviations:")

for brand, std\_dev in individual\_std\_devs.items():

print(f"{brand}: {std\_dev:.2f}")

print("\nCollective Mean Price:", collective\_mean)

print("Collective Standard Deviation:", collective\_std\_dev)

print("\nBrand Price Categories:")

for category, brands in price\_categories.items():

print(f"{category}: {brands}")

Code Reference:

[*https://numpy.org/doc/stable/reference/generated/numpy.concatenate.html*](https://numpy.org/doc/stable/reference/generated/numpy.concatenate.html) *retrieved on 12 Sept 2023*

*ANL252 Python for Data Analytics Study Guide retrieved on 12 Sept 2023*

**Q1C)**

* **Mathematical calculation for the categorization**

The rewritten code categorizes the brands by considering the market’s mean price and standard deviation. This improves categorization precision as it considers the mean price and how consistent the prices are. This ensures that outliers with uniquely high or low prices would not skew the data as the formula considers the variability of the market price. This results in an accurate price range categorization, with expensive would be 1 standard deviation above the market average while the affordable category will be 1 standard deviation below. This also gives the moderate category a range between unlike code 1 where the brand mean price are compared to the market mean.

* **Improved output with 2 decimal place and dollar sign**

Rewriting the code improved the display results making it clearer for viewers to understand the data. Furthermore, adding ‘$’ helps users to distinguish between the mean price and standard deviation.

* **Code structure**

By separating the categorization from other calculations, the rewritten code makes it easier for other coders to understand the code. This enhances the maintainability and extensibility of the code which increases the scalability (Murphy, 2022). Having a legible code is important to edit or import more data into the code without having to change the main flow and logic of it.

* **Reduce calculation**

The rewritten codes calculate the market mean and standard deviation once and assigns a value to it before using that value throughout the rest of the code. This is an improvement from Code 1 where the code is required to calculate the both the mean and brands’ mean and standard deviation every time a brand is being categorized. Therefore, instead of linking the categorization to the calculation, we can make the code run faster by directly linking it to the value.

Word Count: 298

import numpy as np

# Define prices for clothing items

brand\_prices = {

'Brand A': np.array([100, 110, 127, 96, 130]),

'Brand B': np.array([28, 33, 42, 38, 52]),

'Brand C': np.array([40, 45, 21, 37, 29]),

'Brand D': np.array([70, 65, 55, 75, 62]),

'Brand E': np.array([80, 55, 75, 60, 65])

}

# Calculate mean and standard deviation for each brand

brand\_means = {brand: np.mean(prices) for brand, prices in brand\_prices.items()}

brand\_std\_devs = {brand: np.std(prices) for brand, prices in brand\_prices.items()}

# Calculate mean and standard deviation for all brands

all\_prices = np.concatenate(list(brand\_prices.values()))

market\_mean = np.mean(all\_prices)

market\_std\_dev = np.std(all\_prices)

# Categorize brands into price ranges

price\_ranges = {

"Affordable": (market\_mean - market\_std\_dev, market\_mean),

"Moderate": (market\_mean, market\_mean + market\_std\_dev),

"Expensive": (market\_mean + market\_std\_dev, max(all\_prices))

}

# Create dictionary to store category

brand\_categories = {category: [] for category in price\_ranges}

# Categorize each brand

in brand\_prices:

mean\_price = brand\_means[brand]

std\_dev = brand\_std\_devs[brand]

for category, (lower\_limit, upper\_limit) in price\_ranges.items():

if lower\_limit <= mean\_price <= upper\_limit and std\_dev < market\_std\_dev / 2:

brand\_categories[category].append(brand)

# Display results

print("Brand Mean Prices:")

for brand, mean\_price in brand\_means.items():

print(f"{brand}: ${mean\_price:.2f}")

print("\nBrand Standard Deviations:")

for brand, std\_dev in brand\_std\_devs.items():

print(f"{brand}: {std\_dev:.2f}")

print("\nMarket Mean Price: ${:.2f}".format(market\_mean))

print("Market Standard Deviation: {:.2f}".format(market\_std\_dev))

print("\nBrand Categories:")

for category, brands in brand\_categories.items():

print(f"{category}: {brands}")

*Code References:* [*https://www.tutorialspoint.com/python-pandas-categoricalindex-get-the-category-codes-of-this-categorical*](https://www.tutorialspoint.com/python-pandas-categoricalindex-get-the-category-codes-of-this-categorical) *retrieved on 14 Sept 2023*

1B Output:

Brand Mean Prices:

Brand A: 112.60

Brand B: 38.60

Brand C: 34.40

Brand D: 65.40

Brand E: 67.00

Brand Standard Deviations:

Brand A: 13.79

Brand B: 8.19

Brand C: 8.48

Brand D: 6.83

Brand E: 9.27

Market Mean Price: 63.6

Market Standard Deviation: 29.513386793114748

Market Price Categories:

High Price: ['Brand A', 'Brand D', 'Brand E']

Average Price: []

Low Price: ['Brand B', 'Brand C']

1C Output:

Brand Mean Prices:

Brand A: $112.60

Brand B: $38.60

Brand C: $34.40

Brand D: $65.40

Brand E: $67.00

Brand Standard Deviations:

Brand A: 13.79

Brand B: 8.19

Brand C: 8.48

Brand D: 6.83

Brand E: 9.27

Market Mean Price: $63.60

Market Standard Deviation: 29.51

Brand Categories:

Affordable: ['Brand B', 'Brand C']

Moderate: ['Brand D', 'Brand E']

Expensive: ['Brand A']

**Q2)**

1. Include comments before every function to explain what that portion of the code is doing for better understanding and reproducibility in the future (IWConnect, 2023). This serves as a reference point for future coders, which enhances collaboration and knowledge sharing.
2. Have a dictionary instead of lists to helps to store data as a key-value pair which is useful when matching prices to products (Janghu, 2023). Furthermore, using a list makes the code more scalable in future and reduces errors.
3. Currently, if the user input a product that is not part of the list, it would break the cycle and all their previous selection would not appear. Instead of the break function, using a continue function allows user to re-enter their selection without having to start over.
4. Similarly, we can add in a loop function to allow users to retry entering the price and having an output to remind them that they need to enter a numerical number
5. Improve the layout of the final output to show the item beside the price and fix typo from “our” to “your” shopping list.

# Import product and price into a dictionary

products = {

'laptop': 1000,

'mouse': 20,

'webcam': 50,

'keyboard': 30,

'speaker': 40

}

updated\_items = []

# List the available products

print('Our Products:')

for product in products:

print(f'- {product}')

while True:

item = input("Hello! What do you want to buy? ")

if item not in products:

print(f'Wrong product! Please try again.')

continue

while True:

price\_of\_item = input(f"How much is {item} (in SGD)? ")

try:

price = float(price\_of\_item)

break

# Exit the loop if price is a valid number

except ValueError:

print('Invalid price! Please enter a valid number.')

updated\_items.append((item, price))

continue\_shopping = input("Would you like to add another item to your shopping list? (yes/no) ")

if continue\_shopping.lower() != 'yes':

break

#Display final items and prices

print('This is your shopping list:')

for item, price in updated\_items:

print(f'{item}: {price} SGD')
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